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Enterprise services are standardized in multiple ways. The model-specific and design-specific principles for a uniform definition of services and the technical standards for the message transfer have already been discussed. Furthermore, services have a common programming model to ensure a standardized behavior at runtime. This is illustrated in this chapter.

6 Development of Enterprise Services in ABAP

The previous chapters explained how to model enterprise services and specify them in a standardized format in Enterprise Services Repository (ES Repository). This chapter details the rules according to which the services are developed in ABAP.

The implementation is based on proxies that are generated from the metadata of the services. A common architecture ensures that the services behave in a uniform and consistent manner at runtime. This chapter analyzes this architecture in detail. First of all, however, it describes some of the basic properties of an enterprise service, which are essential to understanding the subsequent descriptions. Instead of the term “enterprise services,” this chapter also uses “Web services” or “services” depending on whether it is referring to the overall concept, the technical implementation, or the functionality itself.

To keep the description as simple and clear as possible, this chapter refers to the current release of SAP Business Suite or SAP NetWeaver Process Integration 7.1 EhP1, even though the functions deployed here have already been available in earlier releases.

6.1 Background and Basic Properties

SOA is different from conventional programming models for business applications in many respects. The differences are indicated in the development process of business applications but also in the way the applications communicate with each other at runtime and their integration with
Development of Enterprise Services in ABAP

This chapter discusses the special features of a service-based architecture and its benefits in more detail.

6.1.1 Decoupling

A reason for using enterprise services is the decoupling of the applications by means of intermediate services. Consumer and provider can communicate with each other without any restrictions on the platform on which they are implemented. For example, a Java EE-based business application can access services that are implemented in ABAP. This is enabled by the standardization of the technology that is used, which is at a very advanced level today. Consumer and provider communicate with each other via an open protocol (SOAP) and use standardized interface information only that can be published in a Services Registry. Therefore, technical decoupling allows reusing services on different platforms.

6.1.2 Model-Based Development

Metadata assumes a significant role in the development of enterprise services. It defines the contract between the consumer and the provider at the technical level. The consumer uses the metadata to determine the format of the messages and further information that it requires to call the service from its application. For the provider, the metadata is the default data that it has to implement. Consumer and provider can generate the framework or skeletons of the required development objects using the metadata.

6.1.3 Transactional Behavior

Enterprise services are required to always leave the database in a consistent status. Calling additional services to ensure data consistency should not be necessary. Instead, each service call transforms the database from one consistent status into another consistent status.

6.1.4 Stateless and Stateful Communication

Basically, enterprise service can be either stateless or stateful. In this context, stateful means that specific context information is stored in the provider over multiple subsequent calls for the current interaction with a consumer.

The context can be provided at several levels:
- At the level of the technical communication via a stateful protocol
- At the service level by combining subsequent calls of the same consumer in a session (e.g., by exchanging a session ID)
At the application level which, in turn, has to provide the corresponding mechanisms.

All enterprise services delivered in SAP Business Suite are stateless. The following sections also use stateless enterprise services without explicitly mentioning this every time.

### 6.1.5 Unidirectional and Bidirectional Communication

Services can communicate with each other in unidirectional and bidirectional ways. Unidirectional means that the initiator of the communication sends a message to a receiver. For the bidirectional communication, it is additionally required that the receiver of the message also sends a response message to the sender.

Typical scenarios for a unidirectional communication are messages of an application that indicate the result of a process. However, in most cases, a bidirectional communication is required because the initiator is interested in the result of its message.

### 6.1.6 Synchronous and Asynchronous Communication

The synchronous communication and the asynchronous communication are two generally different modes for exchanging information:

- **Synchronous communication**
  
  Synchronous communication is generally bidirectional because it requires a communication channel between the initiator of the message and the receiver through which the response message can also be directly sent to the initiator. You can compare the synchronous communication with a telephone call where the caller submits a request message to the receiver (e.g., “Book the flight with the number LH454 from Frankfurt to San Francisco on May 1, 2009”), and the receiver directly confirms or rejects this request. The initiator doesn’t proceed with processing until it has received a response from the receiver.

  This behavior, which characterizes the synchronous communication, is also referred to as *blocking* because it deploys critical system resources exclusively, such as database blocks or communication channels.

- **Asynchronous communication**
  
  At first glance, the asynchronous communication is unidirectional. However, this doesn’t mean that no response can be sent. You can compare it with a communication by email. In this case, the initiator sends an electronic message to the receiver. The receiver may send a
response later on but doesn’t have to. The major benefit of the asynchronous communication is that the initiator can continue processing without blocking system resources until it receives a response. Therefore, applications that are based on asynchronous communication feature a more efficient scaling than those that use synchronous communication. Generally, when the input sets increase, the resource requirements of an asynchronous application increase considerably less than the resource requirements of a synchronous application. Of course, this requires that the response message is not needed immediately. Another advantage over synchronous communication is that the receiver doesn’t have to be available when the initiator sends the message.

Everybody knows from real life that phone calls may not be answered, or lines may be busy. On the other hand, asynchronous communication sets considerably higher demands on the technical infrastructure, which has to correlate the response message with the request message and send it to the corresponding receiver. Additionally, special mechanisms are required to manage the errors that occur.

### 6.1.7 Inbound and Outbound Operations and Service Interfaces

An inbound operation is an operation of an inbound service interface. Analogous, an outbound operation is an operation of an outbound service interface. The proxy object that is generated from an inbound (outbound) service interface is also referred to as inbound (outbound) proxy.

An inbound operation receives messages from a sender, and an outbound operation sends messages to a receiver.

An outbound operation is used by a calling application for the following reasons:

- The system is supposed to send a request message to a provider. In this case, a service of the provider is called. The call is made from a consumer application in a consumer proxy. A confirmation is principally expected.

- Another application is to be informed about a process. In this case, a message is transferred to the other application. A confirmation is not expected.

- The service provider implements the inbound operation. It contains the functions that are provided to the consumers as services (in the sense of technical services). The functions are implemented in a provider proxy.
Figure 6.1 illustrates the relationship between the consumer application and the provider application as well as between the consumer proxy and the provider proxy.

![Figure 6.1 Relationship Between Consumer and Provider Proxy](image)

### 6.1.8 Communication Patterns

Analogous to the interpersonal communication where you distinguish between the different types of communication, such as monolog, dialog, and discussion, you can classify the communication between applications according to various criteria. The service-based communication differentiates between the following communication patterns, which are characterized from the perspective of the implementation here:

- **Request/confirmation pattern**
  This pattern is characterized by the fact that the calling program requests an activity from the provider (e.g., creating or changing a business object), and the provider confirms the activity after the execution.

- **Query/response pattern**
  Here, a query is sent to the provider (e.g., which business objects belong to my organizational unit?) and answered in a response message by the provider.

- **Notification pattern**
  A message is sent to a receiver. However, no response is expected. The calling program assumes that the receiver processes the message accordingly so that the business process can be completed consistently.

- **Information pattern**
  Like in the notification pattern, a message is sent to a receiver in this pattern; however, no expectations are linked to the processing of the message. The receiver can take note of the message anytime, and the further processing is completely left up to it.

In contrast to the first two patterns, the notification and information patterns involve a unidirectional communication, which can be modeled via
asynchronous outbound service interfaces. The request/confirmation pattern and query/response pattern are bidirectional and can be either synchronous or asynchronous.

The following sections describe these patterns from the development perspective and also explain the differences between synchronous and asynchronous communication.

**Synchronous Request/Confirmation Pattern**

The process of the request/confirmation pattern is defined as follows (see Figure 6.2):

1. The consumer application sends a request message to the provider application by calling the corresponding method of the outbound proxy.
2. This causes the corresponding method of the inbound proxy to be called on the provider side, which implements the desired business logic.
3. The result of the call (the return parameters) is immediately transferred to the calling application.
4. After the call has been executed, the application can proceed with processing.

![Sequence Diagram for the Synchronous Request/Confirmation Pattern](image)

*Figure 6.2 Sequence Diagram for the Synchronous Request/Confirmation Pattern*
In ES Repository, a synchronous request/confirmation pattern is mapped by an inbound service interface, which contains a synchronous operation with the following messages:

- Request
- Response
- Fault

Figure 6.3 shows an example of such a service interface.

Asynchronous Request/Confirmation Pattern

The asynchronous request/confirmation pattern differs from the synchronous pattern in that consumer and provider communicate asynchronously with each other. The benefit of the asynchronous communication is that the processing of the messages can be decoupled, which results in a higher throughput.

However, for the runtime, the problem is now to send the response message to the original calling program. Basically, there are two options for delivering the messages. The following discusses first the direct communication between the consumer and provider, which is also referred to as point-to-point communication (P2P) and then the communication via a broker.
Direct (P2P) Communication

The process of the asynchronous request/confirmation pattern for a direct communication between the consumer and provider is as follows (and in a sequence diagram in Figure 6.4):

1. The consumer sends a request message to the provider. For this purpose, it calls the corresponding method of the outbound proxy in its application.
2. This causes the corresponding method of the inbound proxy to be called on the provider side.
3. In the implementation of the inbound proxy, the desired business logic is executed.
4. After the business logic has been executed, an outbound proxy of the provider application is called.
5. The outbound proxy sends the confirmation message to the calling application.

Figure 6.4  Sequence Diagram for the Asynchronous Request/Confirmation Pattern (P2P)
The consumer receives the message in the inbound proxy provided for this purpose.

This communication requires that the provider remembers the address information of the consumer until it has delivered the response message to the consumer. This example also illustrates that inbound and outbound proxies can be called on both the consumer and the provider side.

**Communication via an Integration Broker**

Another communication option is that the consumer and provider application communicate with each other via an integration broker. The process is as follows (and is shown in the sequence diagram in Figure 6.5):

1. The consumer sends a request to the broker. For this purpose, it calls the corresponding method of the outbound proxy in its application.
2. The broker determines the desired provider and forwards the request to the corresponding provider.

![Sequence Diagram](image-url)

**Figure 6.5** Sequence Diagram for the Asynchronous Request/Confirmation Pattern with an Integration Broker
3. The provider calls the desired business logic.
4. The provider instances its outbound proxy for the response.
5. The outbound proxy sends the confirmation message to the broker.
6. The broker receives the confirmation message, determines the receiver, and forwards the message to the receiver.
7. The consumer receives the confirmation message in the inbound proxy provided for this purpose.

Service Interface in Enterprise Services Repository

The asynchronous request/confirmation pattern is mapped by two service interfaces in ES Repository. The inbound service interface contains an asynchronous operation for the request, and the corresponding outbound service interface contains an asynchronous operation for the confirmation message. The operation for the inbound service interface additionally contains a fault message.

Figure 6.6 shows an example of an outbound service interface, and Figure 6.7 shows an example of an inbound service interface. Together, they map the asynchronous request/confirmation pattern.

![Example of an Asynchronous Outbound Service Interface in ES Repository](image)
Notification Pattern

The process of the notification pattern is defined as follows:

1. The application triggers the sending of the message to a receiver.
2. The receiver receives and processes the message.
3. The receipt and processing of the message are required to complete the business process consistently.

The notification pattern is mapped by an outbound stateless service interface in ES Repository. It contains an asynchronous operation in the Request role. Figure 6.8 shows an example.
Information Pattern

The information pattern process is as follows:

1. The application triggers the sending of the message to a receiver.
2. The receiver receives the message and can process it.
3. In contrast to the notification pattern, the processing of the message on the receiver side is not required to complete the business process consistently. The optional receiver may trigger follow-up actions.

Analogous to the notification pattern, the information pattern is mapped by an outbound stateless service interface. It contains an asynchronous operation in the Request role. Figure 6.9 shows an example.

![Figure 6.9 Example of an Information Pattern](image)

TU&C/C Pattern (Tentative Update & Confirm/Compensation)

In business applications, a process is often first preliminarily executed before it is ultimately processed. An example of this is a reservation, which blocks specific resources from further access for a certain period of time (e.g., items from a warehouse) before the actual booking takes place. Between the reservation and the booking, the reservation can still be changed several times.

For the example of the flight sales order, the airline would be obliged to not assign the seat otherwise (for a certain period of time) in case of a res-
ervation. Within this period, you can still change the reservation several times. Only when the airline receives a confirmation from the sold-to party does the provider, that is, the airline, implement a hard booking. However, the sold-to party might also cancel the reservation. In this case, the airline would make the seat available to other sold-to parties again.

Technically, this is a protocol, which can be mapped by the TU&C/C pattern. The following steps are performed:

1. The consumer calls a service on the provider side via a synchronous tentative update operation. But this service doesn’t ultimately execute the process. Instead it marks the changes as preliminary. The changes are visible for other consumers; that is, no isolation in the sense of an SQL transaction isolation is given here.

2. During the process, this requirement can still be changed several times. The calling program uses a transaction ID to establish a reference to the process.

3. Finally, the calling program lets the service provider know whether the process is supposed to be ultimately executed or to be canceled. For this purpose, it calls an asynchronous confirm or compensation operation.

Prerequisites for this protocol are the guaranteed processing of messages at the technical level and the fulfillment of a specific contract between consumer and provider at the semantic level. The contract obligates the consumer to always send a confirm or compensation message at the end of the processing and the provider to process these messages accurately. The fulfillment of the contract must also be ensured in the case of technical problems (e.g., when the provider system fails).

In ES Repository, a TU&C/C pattern is mapped by a specific service interface that contains at least one synchronous operation and two asynchronous operations. Because service interfaces of this type are not SAP NetWeaver XI 3.0-compatible, this pattern is not yet used in SAP Business Suite.

6.1.9 Quality of Service

The quality of service (QoS) is a critical attribute of a communication service that describes the reliability of messaging. In the context of Web services, you distinguish between the different quality requirements described in the following:
Best Effort
Best Effort refers to a QoS that ensures that the accumulating messages are transferred in the best and fastest possible way. However, the network doesn’t guarantee that the messages are delivered.
Mail is delivered according to this principle, for example: The mailman does his best to deliver the letter. It is still possible that letters are delivered with delay or get lost.
Standard SOAP also doesn’t guarantee reliable messaging and doesn’t include mechanisms to secure the communication against lost messages or multiple deliveries of the same message.

At Most Once
At Most Once guarantees that the same message is delivered to the receiver at most once. It is not allowed to deliver the same message several times. It may happen that not all messages are delivered.

At Least Once
At Least Once guarantees that each message is delivered to the receiver at least once or that an error message is generated. It may happen that a message is delivered several times.

Exactly Once
Exactly Once guarantees that each message is delivered exactly once or that an error message is generated if this is impossible.

In Order
In Order guarantees that the messages are delivered in the sequence in which they were sent.

Exactly Once In Order
Exactly Once In Order is a combination from Exactly Once and In Order and refers to a QoS that ensures that the receiver receives the messages exactly once and in the sequence in which they were sent.

6.1.10 Reliable Messaging
For business applications, it is considerably important that messages are delivered reliably. In this context, the basic requirement is the delivery of messages with the Exactly Once QoS. Because SOAP doesn’t provide any information on the delivery guarantee, you need additional utilities or standards to achieve this goal.
For synchronous services, the application can achieve the Exactly Once quality level by using the *Idempotency Framework (IDP)*, which is a component of SAP NetWeaver. Section 6.4.5, Reliable Messaging, discusses the underlying programming model in more detail. In the case of asynchronous services, the procedure depends on whether the delivery is implemented via a broker (SAP NetWeaver PI Integration Server) or via P2P. These cases are described in greater detail in the following sections.

**Reliable Messaging When Using the PI Integration Server**

The SAP NetWeaver XI 3.0 protocol for exchanging messages, which is used when the SAP NetWeaver PI Integration Server is deployed, already contains the required mechanisms to deliver the messages at the Exactly Once quality level.

**Reliable Messaging for P2P Communication**

To also enable reliable messaging without using the infrastructure of SAP NetWeaver PI, SAP NetWeaver supports the open standard, *Web Services Reliable Messaging (WS-RM)*. WS-RM is a protocol that can be used to provide the Exactly Once or even Exactly Once In Order QoS. For this purpose, the WS-RM protocol uses sequences. Within a sequence, the messages are numbered in ascending order, starting with 1, so that the receiver can determine whether a message hasn’t been delivered and in which sequence the messages were sent.

Figure 6.10 shows a typical WS-RM scenario. The consumer (ENDPOINT A) first sends a request for the creation of a sequence to the provider (ENDPOINT B). The provider then confirms this request by returning an identifier for this sequence. Referring to this sequence, the consumer now sends three messages, which are numbered sequentially, starting with 1 (MESSAGENUMBER). The last message has the LASTMESSAGE attribute. After having received this message, the provider confirms the receipt of the messages with sequence numbers 1 and 3. Because the message with sequence number 2 has been lost, the consumer resends it. Then the sequence is complete.

WS-RM is supported by SAP NetWeaver at the protocol level. To support P2P interactions without using an integration server, SAP plans to have asynchronous services successively support this protocol in SAP Business Suite.
The following section now describes how you implement services in the backend system.

### 6.2 Generating Proxies in the Backend System

Whereas the design objects in ES Repository are platform-independent, proxy objects are platform-specific runtime objects that the system generates according to the requirements of the respective runtime environment (e.g., ABAP or Java). A prerequisite for the generation of the proxy objects is that the related design objects are modeled in ES Repository or are at least available as an external WSDL description. In the ABAP backend system, a package structure needs to be created that defines in which package the proxies are created.

Figure 6.11 shows an excerpt of the navigation tree in the Enterprise Services Browser in the ABAP development environment. In the detail screen, you can view the name of the generated proxy interface and the implemented provider proxy class for the `CostCentreLineItemBudgetMonitoringRuleByIdQueryResponse_In` service interface.
The following description is based on a scenario with a provider proxy and a consumer proxy. The provider proxy is generated from an inbound service interface. For the inbound service interface, you can create the corresponding outbound interface from which the consumer proxy is generated.

### 6.2.1 ABAP Provider Proxy

For the generation of proxies, start the Enterprise Services Browser using Transaction SPROXY.

1. Expand the nodes of the respective software component version (SWCV) and the namespace, and then select the relevant service interface.

2. Double-click or use the context menu to generate the necessary proxy objects. The system then requests additionally required data, such as the ABAP package and transport request to which the proxy objects are supposed to be added.
3. As a result, you obtain an ABAP interface and ABAP class. The ABAP class is also called a proxy class or implementing class and uses the ABAP interface. Furthermore, the system generates ABAP Data Dictionary objects (provided they don't exist yet) as proxies for the data and message type definitions that are used by the service interface.

**ABAP Interface**

The ABAP class of a service provider contains the implementation of the service operations. It uses an ABAP interface that contains a method for each operation that has been modeled in ES Repository. For compatibility reasons with the SAP NetWeaver XI 3.0 protocol, the service interfaces of SAP Business Suite currently exist of only one operation each. The application developers finally implement the methods.

A provider proxy is based on an inbound service interface and has to be generated in the ABAP backend component by which the service is provided. Here, you can specify a prefix that is included in the proposed names for the ABAP objects.

**Example**

For the synchronous, inbound service interface, `PurchaseOrderCreateRequestConfirmation_In`, the following objects were generated from the `http://sap.com/xi/APPL/SE/Global` namespace, which belongs to the ESA-ECC-SE 604 SWCV. `PUR` was entered as the prefix, and the names were shortened:

- The `_PUR_PURCHASEORDERCRTRC` interface with the `EXECUTE_SYNCHRONOUS` method that is implemented
- The implementing provider class, `CL_PUR_PURCHASEORDERCRTRC`
- The `ECC_PURCHASEORDERCRTRC` service definition

If you generate the proxies yourself, you can overwrite their default names. If the service interface consists of several operations, the generated ABAP interface, of course, contains the respective method for each operation. The name of the method corresponds to the name of the operation.

You can use the service definition to create a runtime configuration. Section 6.3, ABAP Proxy Runtime and Configuration, provides more information on the runtime and configuration.

**6.2.2 ABAP Consumer Proxy**

An application uses the ABAP consumer proxy to call, that is, to consume, a Web service. An ABAP consumer proxy contains object classes and is basically based on an outbound service interface. To consume a service
that is described by an inbound service interface, create the corresponding outbound interface in ES Repository — provided it doesn’t exist yet. Alternatively, you can also generate the outbound service interface from a WSDL document of the inbound service.

In contrast to provider proxies for which you must implement a class in the ABAP backend system for each, the application can directly use consumer proxies. You can generate ABAP consumer proxies in any ABAP system, because a WSDL description is the only requirement.

If the respective outbound service interface is available in ES Repository, the process of generating the consumer proxy is identical to the generation of the provider proxy using the Enterprise Services Browser, which you can call with Transaction SPROXY. If only (external) WSDL documents are available, you generate the consumer proxy via the Repository Browser, which you can access via Transaction SE80.

To configure the (outbound) consumer proxy, you also require a logical port. This is an SAP-specific concept for the configuration of the runtime properties of a consumer proxy. The logical port contains, for example, the URL address under which the service is supposed to be called. This aspect is described in more detail in Section 6.3, ABAP Proxy Runtime and Configuration.

Figure 6.12 illustrates the relationship between the consumer proxy, the provider proxy, and the corresponding service interfaces.
6.3 ABAP Proxy Runtime and Configuration

This section deals with the ABAP proxy runtime and its configuration. These concepts describe how you process Web services at runtime.

For the sake of clarity, the description is restricted to synchronous Web services; SAP NetWeaver Application Server ABAP (SAP NetWeaver AS ABAP) also supports asynchronous services. This, however, requires an infrastructure that enables a reliable delivery of messages, which is currently basically implemented via the infrastructure of SAP NetWeaver PI.

The communication via Web services is based on SOAP. Currently, SOAP is only supported by HTTP(S). SOAP requests are processed via the Internet Communication Framework (ICF). For this purpose, SAP NetWeaver AS ABAP uses HTTP in the ICF for the communication between consumer and provider.

SAP NetWeaver AS ABAP can be used as a provider for Web services and as a consumer of Web services. The ABAP proxy runtime supports Web services for which an integration server is used as well as P2P connections via SOAP. In both cases, a consumer proxy is required to send the message to the receiver or a provider proxy that implements the desired function.

By configuring an ABAP consumer, you can define whether the connection is a SOAP-based P2P connection or whether the message is supposed to be sent via the SAP NetWeaver XI protocol. These two options are illustrated in Figure 6.13.

![Diagram](image)

**Figure 6.13** Communication via the Integration Server with the SAP NetWeaver XI Protocol or Point-to-Point Communication via SOAP
Here, the following rules apply:

- The communication via an integration server can either be synchronous or asynchronous. In the synchronous case, Best Effort is the corresponding QoS; in the asynchronous case, this is Exactly Once or Exactly Once In Order.
- The P2P communication via SOAP is currently synchronous, too, but an asynchronous communication via WS-RM is feasible in the future, which supports Exactly Once In Order as the QoS.

### 6.3.1 Overview of Message Processing at Runtime

The following sections use the example of a synchronous Web service to illustrate what happens when a Web service is called. It is assumed that the service is called via HTTP.

#### Internet Communication Manager

The Internet Communication Manager (ICM) enables communication between the SAP NetWeaver AS and the outside world via the HTTP, HTTPS, and SMTP protocols. ICM manages HTTP requests and responses and provides services for further processing, which are briefly described in the following:

- To obtain an overview of the ICM load, you can log accesses from or to the Internet or intranet. You can export the log file to another file and then use external evaluation programs to analyze it.
- Incoming HTTP requests can be modified before they reach the application server. This includes the following operations:
  - Adding, deleting, and modifying HTTP header fields
  - Filtering requests
  - Redirecting requests to another page
  - Rewriting URLs

- The ICM server cache stores objects before they are sent to the client. If the object is later requested with a request again, the content can be read from the server cache if the expiry time hasn’t expired yet. This increases the processing performance of HTTP requests considerably.
- ICM is managed and monitored via profile parameters, the ICM Monitor (Transaction SMICM), or the web administration interface.

For further processing, the HTTP request is forwarded to ICF.
Internet Communication Framework

ICF is the layer between ICM, which sends or receives the HTTP requests, and the processing in the work process of the SAP NetWeaver AS. ICF has both server and client functionality. Incoming calls in the SAP system are forwarded to the HTTP request handler. An HTTP request handler is an ABAP objects class that implements the IF_HTTP_EXTENSION interface. The HTTP request handler is determined by means of the request URL at runtime.

To have the system call the HTTP request handler when a specific URL is entered in the browser, the handler needs to be integrated with an ICF service. Transaction SICF enables you to create and configure ICF services. ICF services are arranged in a hierarchical structure. In this hierarchy, you can derive the URL path for calling the ICF service from the path to the service.

Example

SAP NetWeaver AS ABAP runs on the saphost host at port 8080. The ping ICF service was created in the sap/bc node, and the CL_HTTP_MYPING handler was assigned to the ICF service. When you enter the http://saphost:8080/sap/bc/ping URL, the system calls the handle_request() method, which was implemented in the handler.

For Web services, SAP provides the sap/bc/srt/xip/sap ICF service. The Web services that are available in ABAP systems can be found under this node and also inherit the corresponding request handler.

Processing in the Web Service Enabling Layer

The Web Service Enabling Layer checks whether the message uses the SAP NetWeaver XI protocol or SOAP. Accordingly, the system transfers the message either to the Web service runtime or to the local SAP NetWeaver XI runtime. The further processing now takes place in the ABAP proxy framework.

Processing in the Application Service Enabling Layer

During the message processing, the system calls the proxy implementation. Section 6.4, Implementation of Inbound Service Interfaces, discusses the related individual steps.
The service implementation then calls the business logic. This call can be made via the method of an ABAP objects class, a BAPI, or an API, which the application provides for this purpose. Figure 6.14 displays an overview that illustrates the processing of the messages at runtime.

Figure 6.14  Processing of the Messages at Runtime
6.3.2 Configuration of Provider Proxies

Service endpoint

A service definition itself is no unit that can be called. To consume a Web service, you first have to create a runtime representation of the service definition, which is also referred to as service endpoint. The service endpoint contains the configuration settings for the Web service definition and is located on the provider system at a specific location, the so-called service endpoint URL. The consuming application uses this URL to call the configured Web service.

SOAMANAGER

To create service endpoints, you can use the SOA Management tool, which can be called via Transaction SOAMANAGER. The service endpoints allow for the following configuration settings:

- **Provider Security**
  You can implement the settings for the transport guarantee (e.g., without transport guarantee, HTTPS, signature and encryption, etc.) and for the authentication method (e.g., no authentication, HTTP authentication via the user ID/password, X.509 SSL client certificate, logon ticket, or message authentication with SAML 1.1).

- **Web Service Addressing**
  Here you can select the protocol for the Web service addressing.

- **Messaging**
  You can define the protocol for reliable messaging and the duration of the confirmation interval (in seconds) here. The confirmation interval is the period within which the provider must confirm to the consumer the receipt of a message.

- **Transport settings**
  In addition to the determined access URL, you can specify an alternative access URL. If the service is not locally available (e.g., behind a firewall), you must specify the alternative path.

- **Message attachments**
  You can define whether message attachments are supposed to be processed. In this case, several files can be sent with one message.

- **Operation specific**
  Here you can specify a SOAP action for an operation. The SOAP action is defined as a URI and transferred as an HTTP header if the Web service is called via HTTP.

Figure 6.15 displays the screen for the configuration settings.
You can assign multiple service endpoints with different configuration settings to a Web service definition. This enables you to provide identical Web service definitions with different configuration settings to consumers.

Services define groups of service endpoints. A service definition may include several services, which in turn may consist of several service endpoints. This relationship is shown in Figure 6.16.
WSDL document  You can generate a WSDL document for each service endpoint. In contrast to the port type WSDL, which doesn’t contain configuration information yet, this WSDL document already contains the binding information.

6.3.3 Configuration of Consumer Proxies

Logical ports  The configuration of consumer proxies is implemented via logical ports. Consequently, a logical port is created based on the requirements of the provider. A logical port refers to a service endpoint that is available under a unique location in the provider system. A logical port additionally contains a runtime configuration for accessing the service endpoint. Furthermore, the port also contains the logon data that is required for calling the service methods.

You can create multiple logical ports for each consumer proxy, but a logical port can only refer to one endpoint. You manage and configure consumer proxies via the SOA Management tool (Transaction SOAMANAGER).

Figure 6.17  Relationship Between the Logical Port and Service Endpoints

Figure 6.17 illustrates the relationship between logical ports and service endpoints. A service consumer establishes a connection by sending a call via a logical port. A logical port can send a call only to one service endpoint, but a service endpoint can be called via various logical ports.

The following options are available to maintain the logical ports:

- **Consumer security**
  Here you can implement settings for the transport security and authentication.

- **Web service addressing**
  You can specify the protocol for the Web service addressing.
Messaging
You can define the protocol for the secure data exchange and the time interval for the confirmation. The lifetime of a sequence is the time interval in seconds in which the sequence is active. 0 stands for endless. The inactivity timeout is the maximum time period for which the sequence is kept open without any confirmation.

Transport settings
Here you can implement the messaging settings. You should select Execute Local Call, if the consumer and provider are located on the same ABAP system. This has the result that no new logon is required for the service call. Maximum Wait Time WS Consumer defines the HTTP timeout, that is, how long the consumer waits for the response message.

Message attachments
You can define whether message attachments are allowed or not.

Operation specific
Here you can specify a SOAP action for an operation. The SOAP action is defined as a URI and generated as an HTTP header if the Web service is called via HTTP.

Configuration Scenarios
You can select configuration scenarios in the SOA Management tool under BUSINESS ADMINISTRATION by choosing the MASS CONFIGURATION entry. In a configuration scenario, you can group several Web service definitions and assign them to profiles. Figure 6.18 shows the initial screen for the maintenance of a mass configuration in the SOA Management tool.
6.3.4 Configuration of the Message Processing via the Integration Server

If the message processing is not supposed to be implemented from point to point but via an integration broker, you must configure some settings in the integration directory. This section provides a brief overview. For more information, refer to the corresponding SAP documentation of the integration directory.

You can implement the following settings in the integration directory:

- **Sender agreement**
  - Which adapter is used for the inbound processing?

- **Receiver determination**
  - Where is the message received?

- **Interface determination**
  - Which interface is used by the receiver?

Figure 6.19 provides an overview of the message processing on the integration server. The message processing is configured in the integration directory.

![Diagram of message processing](image_url)

**Figure 6.19** Configuration in the Integration Directory
6.3.5 Serialization and Deserialization

The data that an inbound proxy receives or an outbound proxy sends is converted in two steps. For incoming messages, the first step involves a technical conversion of the data of the message whose type description is provided in an XML Schema Definition (XSD) into the data structures of the ABAP runtime environment. This process is also called deserialization. It is automatically implemented via the simple transformations (ST), which have been generated by the ABAP proxy framework.

ST describes transformations from ABAP data into XML (serialization) and from XML into ABAP data (deserialization). To call ST in an ABAP program, you can use the CALL TRANSFORMATION language command, which also supports XSL transformations in addition to STs.

ST implicitly leads to a canonical serialization of ABAP data or a canonical deserialization to ABAP data before the actual transformation is executed. The SAP XSLT processor complies to a large extent with the specification for Version XSLT 1.0. These conversions are shown in Figure 6.20.

![Figure 6.20 Serialization and Deserialization](image)

In most cases, however, a technical conversion is not sufficient to format incoming messages, for example, in such a way that they can be transferred to the application, that is, to the existing internal programming interfaces. For example, it is possible that external ISO codes or units of measure must be converted into the SAP-specific format.

You can therefore also implement a conversion at the application level. In addition to the standard conversion of the application, the implementation of the Web service also provides Business Add-Ins (BAdIs), which enable further customer-specific conversions. Figure 6.21 illustrates the two-level conversion process.

![Figure 6.21 Two-Level Conversion](image)
Type systems

The type systems, XSD and ABAP, however, are not completely compatible. Consequently, losses may occur when an XSD data type is mapped to the corresponding ABAP data type (and vice versa). It is therefore important to document these situations and define rules of how different value ranges are supposed to be handled. The core data types can be used as the basis because they form manageable sets, and all other data types are based on them. The following example illustrates this process.

Example

The Amount core data type is defined in ES Repository as shown in Table 6.1.

<table>
<thead>
<tr>
<th>Element</th>
<th>Attribute</th>
<th>XSD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Amount</td>
<td></td>
<td>xsd:decimal totalDigits=&quot;28&quot;; fractionDigits=&quot;6&quot;</td>
</tr>
<tr>
<td></td>
<td>currencyCode</td>
<td>xsd:token minLength=&quot;3&quot;; maxLength=&quot;3&quot; use=&quot;required&quot;</td>
</tr>
</tbody>
</table>

Table 6.1 Definition of the Amount Data Type in Enterprise Services Repository

The corresponding proxy data type, SAPPLSEF_AMOUNT, in the ABAP Dictionary is defined as shown in Table 6.2.

<table>
<thead>
<tr>
<th>Structure</th>
<th>Components</th>
<th>Component Type</th>
<th>Data Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>SAPPLSEF_AMOUNT</td>
<td>CONTROLLER</td>
<td>PRXCTRLTAB</td>
<td></td>
</tr>
<tr>
<td></td>
<td>CURRENCY_CODE</td>
<td>SAPPLSEF_CURRENCY_CODE</td>
<td>CHAR(3)</td>
</tr>
<tr>
<td></td>
<td>VALUE</td>
<td>SAPPLSEF_AMOUNT_CONTENT1</td>
<td>DEC(28,6)</td>
</tr>
</tbody>
</table>

Table 6.2 Definition of the Corresponding Proxy Data Type in the ABAP Dictionary

For a consistent mapping between the XSD and ABAP data type, the statistical methods, AMOUNT_INBOUND and AMOUNT_OUTBOUND, of the CL_GDT_CONVERSION class are available. Besides type-appropriate checks and formatting, the data is also checked against the Customizing settings in the SAP backend system.

The CL_GDT_CONVERSION class contains further methods that are available for the conversion of other core data types. The entire process of the conversion is outlined in Figure 6.22.
Now that you know the technical principles of Web services, the following sections discuss the implementation of service providers.

6.4 Implementation of Inbound Service Interfaces

For the implementation of enterprise services, the goal is a standardized programming model to ensure that the services behave consistently at the technical level. This section introduces the corresponding rules.

6.4.1 General Implementation Considerations

Enterprise services semantics is not only standardized, it is also implemented according to uniform guidelines. These guidelines also define the transaction behavior of the service.

Enterprise services are stateless and behave like atomic transactions. This restricts the usage of potential ABAP language elements, such as the usage of SET/GET parameters or the usage of the global SAP memory. They also define how the commit logic has to be implemented.

Numerous rules that have been specified for the BAPI implementation also apply to services. For example, no UI elements, such as dialog boxes, are allowed to be called during processing, and the business logic must be completed before a database update can be registered. Authorization checks have to be performed according to the ABAP authorization concept to protect data from unauthorized access via services. For transaction control reasons, language elements, such as CALL TRANSACTION or SUBMIT REPORT,
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